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Abstract—Structural coverage metrics, and in particular branch coverage, are popular approaches to measure the thoroughness of
test suites. Unfortunately, the presence of elements that are not executable in the program under test and the difficulty of generating
test cases for rare conditions impact on the effectiveness of the coverage obtained with current approaches.

In this paper, we propose a new approach that combines symbolic execution and symbolic reachability analysis to improve the
effectiveness of branch testing. Our approach embraces the ideal definition of branch coverage as the percentage of executable
branches traversed with the test suite, and proposes a new bidirectional symbolic analysis for both testing rare execution conditions
and eliminating infeasible branches from the set of test objectives. The approach is centered on a model of the analyzed execution
space. The model identifies the frontier between symbolic execution and symbolic reachability analysis, to guide the alternation and
the progress of bidirectional analysis towards the coverage targets.

The experimental results presented in the paper indicate that the proposed approach can both find test inputs that exercise rare
execution conditions that are not identified with state-of-the-art approaches and eliminate many infeasible branches from the coverage
measurement. It can thus produce a modified branch coverage metric that indicates the amount of feasible branches covered during
testing, and helps team leaders and developers in estimating the amount of not-yet-covered feasible branches. The approach proposed

in this paper suffers less than the other approaches from particular cases that may trap the analysis in unbounded loops.

Index Terms—Structural testing, Branch coverage, Program analysis, Symbolic execution, Symbolic reachability analysis.

1 INTRODUCTION

Structural testing has been studied since the early sixties
and it is now commonly used in many industrial settings
as a proxy measure of the thoroughness of test suites.
Classical and recent empirical studies argue in favor of a
relation between high coverage scores and high software
quality levels [1], [2]. Unfortunately the existence of such
a relation is not well supported experimentally yet, in
particular when considering branch coverage, because
of the difficulty of consistently achieving high branch
coverage. In their study, Hutchins et al. argue that a
relationship between coverage and effectiveness requires
more than 90% coverage, and they confirm that such
branch coverage levels are very difficult to reach [1].
Inozemtseva and Holmes argue that such correlation
may not exist in general, but confirm the lack of data
about a possible correlation in the presence of high
branch coverage [3].

The problem of low branch coverage may depend on
both the difficulty of covering feasible branches and the
presence of many infeasible ones. In the first case a low
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branch coverage indicates the presence of branches that
shall be exercised during testing, and suggests that the
current test suite shall be augmented with further test
cases, while in the second case a low branch coverage
does not indicate a lack of test cases, but is simply due
to the program structure.

Most classic and recent research on structural test-
ing has focused mainly on increasing coverage, and in
particular branch coverage, neglecting the problem that
some code elements can be infeasible. Recent research
studies have exploited symbolic and concolic execu-
tion [4], search based approaches [5] and random test
case generation [6] to increase branch coverage. These
approaches increase the amount of executed branches,
but may miss some relevant corner cases, and may
still result in low branch coverage due to the presence
of loops and infeasible elements. The branch coverage
obtained with all these techniques tends to grow fast
initially and to stabilize while progressing with the test
case generation. However, when the branch coverage
stops growing, it is difficult to deduce to what extent
the missing coverage depends on feasible, though not-
yet-covered, or infeasible branches.

Many systems present special cases that depend on the
execution of complex paths, loops and conditions, and
that can be exercised only with particular input values.
Such cases are not only difficult to execute, but may
represent sinks that trap the analysis that underlies the
test generation mechanisms, preventing progress. The
heuristics proposed so far succeed in some cases, but
do not deal with all cases [7], [8], [9].



While augmenting the test suite to cover not-yet-
executed branches is extremely useful to thoroughly test
the program, the presence of many infeasible branches
may keep the classic branch coverage score quite low,
and this does not help team leader and developers,
who are seeking for metrics that can indicate if the
program branches have been thoroughly tested or not.
This does not help researchers either, who are seeking
for evidence of the existence of correlation between high
branch coverage and test effectiveness. In the presence of
many infeasible branches, even a test suite that executes
all feasible branches in a program may result in a low
branch coverage. To tackle this problem we need to
increase the amount of executed branches, identify infea-
sible branches, and define a measure that approximates
well the percentage of feasible branches executed with
the test suite, by taking into account executed as well as
infeasible branches.

The problem of infeasible elements is currently ad-
dressed by either accepting incomplete coverage values,
as in most industrial settings, or, more rarely, by manu-
ally inspecting the uncovered elements, especially when
required by mandatory standards, like DO-178C [10]. In-
complete coverage measures may miss important corner
cases that can induce severe problems after testing, while
manually inspecting uncovered elements can be very
expensive, and is thus justified only for safety critical
applications.

The problem of identifying infeasible program ele-
ments has been studied in the more general context of
verifying code assertions [11], [12], [13], [14], [15], [16],
[17]. The infeasibility of a single or a small subset of
branches can be demonstrated by showing the unsatisfia-
bility of assertions suitably added to the target branches.
Such approaches do not scale well in the presence of
large numbers of branches to be verified.

Merging approaches to execute not-yet-covered ele-
ments with approaches to exclude infeasible ones is
far from trivial. Simply combining complementary ap-
proaches leads to slow and inefficient solutions. Perfor-
mance deteriorates both when being trapped in long
sequences of attempts to execute elements that may be
later revealed infeasible, and when failing multiple times
to demonstrate the infeasibility of elements that may
be later revealed executable. A good alternation of the
different approaches depends on the analyzed programs
and cannot be defined a-priory [18].

In this paper we present an original solution that
targets high branch coverage, and produces a branch
metric that better approximates the amount of feasible
branches that are exercised with the test suite. Our so-
lution combines approaches to execute non-yet-covered
elements with approaches to exclude infeasible elements
in a new way, overcoming the limitations that constrain
heuristics solutions. The core new idea of our approach is
to undertake a bidirectional exploration of the execution
space by means of a technique that we call bidirectional
symbolic analysis. Bidirectional symbolic analysis com-

bines forward analysis in the form of symbolic execu-
tion to execute not-yet-covered elements and backward
analysis in the form of symbolic reachability analysis to
identify reachability conditions and reveal unreachable
states.

Bidirectional symbolic analysis coordinates the for-
ward and backward analysis through a model, the
Generalized Control Flow Graph (GCFG), that captures
the state of the analysis at each step, and indicates the
ideal directions of progress for the next steps. The model
avoids indefinite growth by removing information that
is not needed any more through the progress of the
analysis, thus supporting the scalability of the approach.

The GCFG models the exploration space of the pro-
gram under analysis by integrating the program control
flow graph with the state transition systems computed
by both symbolic execution and symbolic reachability
analysis. The model accounts for the reachability of
states and transitions, and allows both forward and
backward analysis to benefit from each other progress.
The model identifies the unexplored reachability con-
ditions that are contiguous to some already explored
symbolic state, forming pairs of contiguous symbolic
states and reachability conditions that we call the fron-
tier of the bidirectional symbolic analysis. The frontier
states represent the best candidates for increasing branch
coverage by i) extending executed states towards reach-
ability conditions of uncovered branches, ii) refining
reachability conditions that cannot be satisfied from the
currently executed states, iii) identifying unsatisfiable
reachability conditions to reveal infeasible branches. The
identification of the frontier states prevents forward and
backward analyses to be trapped in indefinitely long
explorations of states that do not specifically correlate
with coverage increase, as it happens for heuristic based
approaches. The experimental results presented in the
paper indicate that the approach can indeed cover a
high portion of feasible branches and produce a coverage
indicator that well approximates the amount of executed
feasible branches.

We introduced the idea of combining forward and
backward analysis and an initial set of preliminary
results in [19] and [18]. In both previous papers, the
analysis is presented without a formalization of reference
model, and the early version of the technique did not
support pointer aliases and interprocedural analysis, and
thus did allow an experimental evaluation on simple
synthetic programs only.

This paper extends the previous work by defining
the GCFG and formalizing its role in bidirectional sym-
bolic analysis, clarifying the intertwining between for-
ward and backward analysis by means of the formal-
ized model, introducing the interprocedural extension
of the analysis and its implementation, evaluating the
approach with realistic programs that include both data
structures and pointers, providing experimental evi-
dence of the effectiveness of the approach, and com-
paring the approach with state-of-the-art techniques,



namely KLEE [20] and CREST [7]. The extensions of
the preliminary work towards interprocedural analysis
and dynamic data structures allowed us to extend the
experiments that in the previous work were limited
to synthetic programs towards real programs. In this
paper we report the results obtained on programs that
are used as benchmark in the literature, and verify the
applicability of the approach in the presence of interpro-
cedural code and dynamic data structures, highlighting
the different impact both of bidirectional analysis in
identifying rare execution conditions and of considering
infeasible branches when quantifying branch coverage.

The paper is organized as follows. Section 2 presents
a motivating example that illustrates the limits of the
state-of-the-art approaches and that we use as running
example in the paper. Section 3 presents the GCFG
model that we use to guide the progress of bidirectional
symbolic analysis. Section 4 introduces the algorithms
that comprise the bidirectional symbolic analysis. Sec-
tion 5 describes our technique for automatic test case
generation that exploits bidirectional symbolic analysis
to pursue high branch coverage. Section 6 presents the
interprocedural extension of the technique. Section 7
discusses our experiments on the effectiveness of the ap-
proach. Section 8 surveys the related work in the area of
automatic test case generation and reachability analysis.
Section 9 summarizes the results of this research and
outlines future directions.

2 MOTIVATING EXAMPLE

In this section we illustrate the advantages and limits of
symbolic execution, and introduce a running example
that we use in the paper to illustrate the details of
bidirectional symbolic analysis.

Figure 1 presents a simple controller of a set of valves.
The C program checkValves checks the status of a
hydraulic system by counting the number of valves
that are out of order with the loop at the lines 22—
29, and fires an alarm if the number of malfunctioning
valves exceeds a predefined tolerance level (line 32). The
status of each valve is accessed by calling the function
getStatusOfValve at line 23. The function checks that
the parameter i refers to a valid location of an array
of sensor data, and aborts the program if this check
fails (lines 7—12). Otherwise, it returns the status of the
requested valve according to the sensor data (lines 14—
15). The while loops at lines 20 and 34 mock other tasks
that the program may be involved in.

The correctness of the program depends on the exe-
cutions of the program in response to external inputs.
The goal of testing is to exercise a finite sample of
executions to improve the confidence on the correctness
of the program behavior. In particular, branch testing
measures the effectiveness of a test suite in terms of
executed program branches, and identifies branches that
have not been executed yet. Symbolic execution can be
used to improve branch coverage, by identifying the

1 # define VALVE_KO (status)
2 # define TOLERANCE 2
extern int size;
extern int valvesStatus/[];

status==-1

3
4
5
6 int getStatusOfValve (int 1) {
7
8
9

1f (i<0
[

i>=size) {
10 printf ("ERROR");
11 exit (EXIT _FAILURE);
12 }
13
14 int status=valvesStatus([i];
15 return status;
16 }
17
18 int checkValves (int waitl, int wait2) {
19 int count, 1i;
20 while (waitl > 0) waitl——;
21 count=0, 1=0;
22 while (i<size) {
23 int status=getStatusOfValve (i);
24
25 if (VALVE_KO (status)) {
26 count++;
27 }
28 i++;
29 }
30
31 if (count>TOLERANCE)
32 printf ("ALARM");
33
34 while (wait2 > 0) wait2--;
35
36 return count;
37 1}

Fig. 1. The C program checkvalves

execution conditions of branches that have not been
executed yet [21], [22]. Symbolic execution executes the
program with symbolic input values and builds the
condition on the input values for executing a path in
the program.

Figure 2(a) exemplifies symbolic execution on a path of
the program in Figure 1 executed with initial symbolic
values S1 for size, Wl for waitl, W2 for wait2 and
[V1,v2,V3,...] for valvesStatus. The figure indi-
cates the sequence of symbolic states built during sym-
bolic execution, starting from the entry of the program
at line 18 and executing the loop at lines 22—29 three
times before terminating. The nodes are labeled with
the corresponding statement numbers, and represent the
program state after executing the corresponding state-
ment. The letters in the labels of the nodes incrementally
distinguish nodes that correspond to different executions
of the same statements. Nodes labeled with numbers of
blank lines represent implicit statements, like a missing
else statement (for instance line 33), a loop exit (for
instance lines 30 and 35) and a return point (for instance
line 24). The edges are labeled with the branch conditions



that guard the transition between the corresponding
symbolic states.

The symbolic execution first analyzes the statements
18 and 19 and builds the symbolic entry state Sis,,
then executes three times the loop at lines 22—29.
In the first iteration, it builds the symbolic states
Sgoa, Sgla, Szga, Sgga, Sg4a, Sg5a, Capturing the call to
getStatusOfValve (0) with the symbolic states Sas,
and Sa4, that represent the call and return statement,
respectively, and building the state Ss5, reached when
the first valve is out of order. The dotted line between
Sazq and Say, implicitly represents the states that corre-
spond to the execution of the called function. The second
and third iterations build similar sequences of states, but
execute line 28 (states Saog, and Sagp) instead of line 25,
since we assume that the symbolic execution follows the
path along which the other two valves work correctly.
The execution proceeds with the symbolic states S3oq,
S33a, S34a, S35 and Ssg, that lead to the termination
of the program. The states Sao, and Ss4, represent the
iterations of the loops at lines 20 and 34, respectively.

The bottom of the figure reports the complete symbolic
representation of the states Sizq, Soar and Sso.. The
symbolic state S»2, represents the state of the program
when entering the loop at line 22 for the first time: the
variable size holds a value, denoted with the symbol
S1, greater than 0, the parameter waitl holds a value,
denoted with the symbol W1, equal to 1, and the other
program variables are assigned as i= 0 and count= 0.
In state So4p, which represents the symbolic state af-
ter returning from getStatusOfvalve (1) during the
second iteration of the loop, the variable size holds a
value greater than 1, the first value in the input array,
denoted with the symbol V1, is equal to —1, and the
other program variables are assigned as follows: i= 1,
count= 1 and status= V2, where the symbol V2
denotes the second value in the array. S3¢, represents the
symbolic state after the three considered loop iterations.

The symbolic execution illustrated in Figure 2(a)
covers only a subset of the branches of the pro-
gram getStatusValve. Symbolic execution can in-
crease branch coverage by trying to execute branches still
unexplored along the execution trace. Popular symbolic
execution tools, like CREST [7] and KLEE [20], explore
paths that share some prefix with already executed
paths, like the ones corresponding to labels of dangling
edges in the path of Figure 2(a), implementing different
exploration strategies. We analyzed the program with
both CREST and KLEE with random testing, bounded
depth-first concolic execution and a heuristic strategy
that aims to maximize branch coverage [7], and we have
been able to execute all but two branches of the program,
obtaining 83% branch coverage.! While this seems a
good result, a closer look at the data suggests that the
missed branches include critical cases. The uncovered

1. The interested readers can find a detailed discussion of the strate-
gies used in the analysis with CREST and KLEE, and the results of
symbolically executing this program in [18].

branches correspond to the true branches of the if
statements at lines 31 and 7. While the ¢rue branch of
the if statement at line 7 is infeasible, since it repeats
the boundary check performed at line 22, the ¢rue branch
of the if statement at line 31 (hereafter branch 31) repre-
sents a critical path in the program, since it corresponds
to the behavior in the case of an alarm.

Determining the executability of branch 31 with sym-
bolic execution is problematic because the execution
condition of this branch depends on the number of
executions of the loop at the lines 22—29 that rely on the
value of variable count, which is not a direct function
of the input values. Variable count counts how many
times the program finds a valve that is out of order
(line 26) while iterating though the loop at lines 22—29.
The value of variable count is computed as the result
of the assignments at lines 21 and 26 that always yield
concrete values, and thus the evaluation of the condi-
tion count>2 at line 31 always produces deterministic
truth values during symbolic execution. Referring to the
symbolic state S0, of the considered example, variable
count holds 1 and condition count>2 evaluates to
false, thus the symbolic execution cannot determine the
number of iterations of the loop that would lead to the
execution of the critical statement at line 31, but can only
deduce that the if statement at line 31 cannot be ever
taken along the program path that leads to Sso,.

To show the executability of branch 31, symbolic ex-
ecution needs to exhaustively explore the feasible paths
that reach line 31, until eventually finding a path for
which the condition count>2 evaluates to true. The
loops in the program determine an unbounded number
of paths, and thus the result ultimately depends on the
path selection heuristics used in combination with sym-
bolic execution. For example, when symbolically execut-
ing program checkValves with the common depth-
first order strategy, symbolic execution is likely to iterate
infinitely many times through the loops in the pro-
gram, without ever executing any path with more than
TOLERANCE valves in bad status. Other heuristics, for
example the ones that prioritize paths through branches
that are close to the not-yet-executed ones within a
maximum budget of attempts [7], [8], [9], may be more
successful in executing the if statement at line 31 in
program checkValves, especially if TOLERANCE is set
to a low value such as 2, but no heuristics can guarantee
the solution in the general case.

The lack of direct dependency of branch conditions
from input values is quite frequent, since it depends
on common programming practices like summarizing
intermediate computations as concrete values, later used
to drive the execution, and the dependency of the values
of the variables from loops. The problem of determining
the feasibility of some branches with symbolic execution
is complicated by the frequent occurrence of chains of
implicit dependencies between the program branches,
where a branch may depend on the concrete values as-
signed at some previous branch, which in turn depends
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SYMBOLIC STATE PREDICATES:

So9q: size=S1 A waitl=Wl A wait2=W2 A valvesStatus=[V1,V2, V3, ...] A S1>0 A Wl=1 A i=0 A count=0

So4p: size=S1 A waitl=Wl A wait2=W2 A valvesStatus=[V1,V2, V3, ...] A S1>1 A Wl=l A Vl=-1 A i=1 A count=1 A status=V2
S30q: size=S1 A waitl=Wl A wait2=W2 A valvesStatus=[V1,V2, V3, ...] A S1=3 A Wl=1l A Vl=-1 A V2!=-1 A V3!=-1 A i=3 A
count=1

REACHABILITY STATE PREDICATES:
Rosp: valvesStatus[i+1]=-1 A i>=-1 A i<size-1 A i>=size-2 A count>0 A status=-1

R30q: count>2

Fig. 2. Intermediate results of the analysis of program checkValves in Figure 1: (a) a path of symbolic states built with
symbolic symbolic execution, (b) a set of reachability states built with reachability analysis, (c) a GCFG model built
with bidirectional symbolic analysis.



on concrete values assigned at earlier branches, and
so forth. The presence of mutually dependent branches
interleaved with other branches and loops further exac-
erbates the problem.

The importance of investigating rare execution con-
ditions and infeasible branches as the ones exemplified
above is witness by known severe failures like the Apple’s
goto fail security bug? that could have been easily revealed
by combining the symbolic exploration of the execution
space with the identification of infeasible branches, as
done with the approach described in this paper. The
conditions for executing a program branch can be deter-
mined with symbolic reachability analysis that consists
in considering an abstract program state that models the
execution of the target program branch, and progres-
sively computing the (weakest pre-) conditions that must
hold at the previous statements and eventually at the
program entry, to reach the target branch [23].

Figure 2(b) exemplifies the symbolic reachability anal-
ysis of branch 31 that we discussed as difficult to cover
with symbolic execution. The nodes in the figure indicate
the symbolic reachability states computed during the
analysis, and the edges indicate the relations between
the symbolic reachability states according to the control
structure of the program. We label the symbolic reacha-
bility states with the corresponding statement numbers.
As before, the labels refer to the program state after exe-
cuting the corresponding statement. We label the edges
with the program conditions that guard the transition
between the corresponding symbolic reachability states.

The analysis starts from a symbolic reachability state
that models the execution of the target branch, and
traverses the control flow graph backward towards the
program entry. In the example of Figure 2(b), symbolic
reachability analysis starts from the state R3;, that mod-
els the execution of the true branch at line 31. This state
is associated with the symbolic condition ¢rue to indicate
that symbolic reachability analysis has not yet identified
any condition that must be satisfied to reach the target
branch.

Symbolic reachability analysis proceeds traversing the
program backward from line 31 reaching line 30 (the
exit of the while loop) that corresponds to state Rsoq,
and identifies count>2 as the condition to reach Rsj,.
Progressing backward, the analysis can move back to
line 25 (from the loop body when the condition of the
if statement evaluates to true), line 28 (from the loop
body when the condition of the if statement evaluates
to false) or line 21 (before entering the loop). The figure
shows the reachability states computed for line 25 (R25,)
and 21 (R21,), and indicates that the program branch that
leads from line 28 to line 30 (when the condition of the
if evaluates to false) has not been explored yet.

The symbolic condition of the state Rsi, results in
a contradiction (false) because the condition count>2

2. See for instance http://avandeursen.com/2014/02/22/gotofail-
security /

contrasts with the assignment count=0 at line 21, thus
the symbolic reachability analysis concludes that the
states R30, and R3i1, cannot be reached without iterating
through the loop.

The backward exploration from Rss, towards the pro-
gram entry traverses the states Ros,, Ro23a, R22q, Rosp
and Ry, where the dotted line between Ry, and Ras,
implicitly represents the call to getStatusOfvalve.
The state Ry results in another contradiction, indicating
that a single iteration of the loop does not suffice to
reach our target either. The state Rys, represents the
conditions that the program variables must satisfy to
reach branch 31 after executing line 25 at the second to
last iteration of the loop, and is reported at the bottom
of Figure 2, together with the condition of the symbolic
reachability state R3oq.

To identify the conditions on the input values that
lead to executing the target branch, symbolic reachability
analysis shall proceed until the program entry. In the
presence of loops, like in the example, this may lead the
analysis through infinitely many broken paths, that is,
paths that lead to contradictions before reaching the pro-
gram entry, as the one from R3¢, back to R21,. However,
the symbolic reachability state Rgs, indicates a set of
conditions on the input values that lead to the execution
of the branch 31, thus providing the information that
symbolic execution misses, as discussed above.

The example shows that forward analysis, instantiated
as symbolic execution, can identify the conditions to
reach program branches, but may suffer when dealing
with branches whose executability does not depend
directly from the input values. Backward analysis, in-
stantiated as symbolic reachability analysis, may re-
veal implicit dependencies, thus complementing forward
analysis towards increasing branch coverage.

The main contribution of this paper is a framework
that combines forward and backward analysis to achieve
high branch coverage and that we refer to as bidirec-
tional symbolic analysis. Bidirectional symbolic analysis
alternates symbolic execution and symbolic reachability
analysis to both reach program branches that have not
been executed yet and prune program branches that are
proved infeasible. The core of bidirectional analysis is a
model that integrates the results of symbolic execution
and symbolic reachability analysis, thus improving over
both kinds of analysis when applied independently. In
the next sections, we first introduce the model, and then
define bidirectional symbolic analysis in detail.

3 THE GENERALISED CFG MODEL

In this section we define the GCFG model that is the
core of bidirectional symbolic analysis, and discuss how
the model allows us to identify the reachability frontier,
which is used to guide the analysis.

3.1 The GCFG Model

The GCFG model integrates the states computed with
symbolic execution, the states computed with sym-



bolic reachability analysis and the control flow relations
among them.

The GCFG represents the program branches executed
during symbolic execution, and identifies the target
branches that are program branches that have not been
executed yet and have not been identified as unreachable
yet with symbolic reachability analysis.

Figure 2(c) shows the GCFG obtained by integrating
the symbolic execution states shown in Figure 2(a) and
the symbolic reachability analysis states shown in Fig-
ure 2(b). In the figure we group the states that cor-
respond to the same program statements with boxes
labeled with both the line number of the statements
and the branch condition that guards the execution of
the statements. As discussed in the previous section,
both symbolic execution states (S-states) and symbolic
reachability states (R-states) represent the program states
after executing the corresponding statements. The state-
ments at lines 18 (program entry), 23 (function call site),
24 (function return site) and 36 (program exit) are not
guarded by any specific branch condition, that is, they
are necessarily executed as soon as they get reached; for
these statements we use arbitrary labels that refer to the
semantics of the statements: Entry, Call, Return and
Exit.

The GCFG in Figure 2(c) contains all the S-states of
Figure 2(a) and all the R-states of Figure 2(b), except
for the states Rs1, and Rsyj, that represent unreachable
states. The GCFG nodes are connected with three types
of edges that represent relations between pairs of S-
states, relations between pairs of R-states and relations
between S- and R-states. The edges that connect pairs of
S-states and the edges that connect pairs R-states derive
directly from symbolic computations, the edges that
connect S-states to R-states represent program control
flow relations that have not been analyzed yet. They
are depicted in bold (either solid or dotted lines) in the
figure, and represent the frontier between forward and
backward analysis as discussed in detail below.

The source S-state of a frontier edge is a state that
can be directly extended to satisfy the symbolic repre-
sentation of the target R-state of the edge by means
of symbolic execution, and can thus head to some not
yet executed program branch, such as the branch 31
of program getStatusOfvalve. The target state of a
frontier edge is an R-state that can be analyzed by means
of symbolic reachability analysis to identify new details
that increase the chances to either satisfy uncovered
branches or reveal infeasible branches in the sequel of
the analysis. Thus, the frontier edges identify states that
can can be analyzed to improve branch coverage or
reachability information related to branch coverage. In
Figure 2(c), the frontier edges visualized as solid lines
indicate program branches whose reachability should be
analyzed next, since they connect an already reached
symbolic state with a symbolic reachability state still to
be explored and thus can be efficiently analyzed. Corre-
spondingly, the frontier edges visualized as dotted lines

indicate R-states whose infeasibility should be analyzed
next, since all the corresponding S-states have been
already analyzed with symbolic execution and cannot
be further extended.

In general, a GCFG is a connected graph that models

the state of the symbolic evaluation of a program that we
assume with a single entry point. GCFG nodes represent
either S-states computed with symbolic execution or R-
states that correspond to satisfiable symbolic reachability
conditions. A GCFG satisfies the following properties
that derive from the way GCFGs are constructed during
the analysis: (i) The graph is rooted in a S-state that
represents the program entry point, (ii) the R-states can-
not be mutually satisfied together with some S-state that
correspond to the same program statement, (iii) the R-
states are always reachable from the entry node, (iv) the
R-states either reach another R-state or are terminal
nodes. The terminal R-states, which we refer to as target
nodes, model the program state after not-yet-executed
program branches. In Figure 2(c) the entry node is Sis,,
and the only terminal node is R3,.
The GCFG edges connect: (i) pairs of S-states to rep-
resent forward symbolic execution steps, (ii) pairs of R-
states to represent backward reachability analysis steps,
(iii) pairs (S-state, R-state), the frontier edges, to rep-
resent not-yet-fully-analyzed program control flow rela-
tions that may lead to cover not-yet-executed program
branches.

The GCFG in Figure 2(c) includes 7 frontier edges that
represent the static control flow relations of program
checkValves that cannot be excluded from the GCFG
yet according to the analysis done so far.

The frontier edges from the states Sis, and Sps. to
the state Rys, indicate that the feasibility of the pro-
gram branch from the return of the call of method
getStatusOfvalve () (states Soy and Soy.) to the
true branch of the following if statement (state Rasp)
have not been fully investigated yet. The frontier edges
(S28a, R30a) and (Sasp, Ro2,) indicate that the feasibility
of the program branches that either exit from the loop
at the second iteration (from state Sig, to state Rspq)
or continue with a fourth iteration (from state Sag, to
state Rjz,) requires further investigation. The frontier
edges <SQ4Q,RQ51)>, <SQSG,R22(1> and <5285,R30a> indicate
R-states that require further investigation.

The model does not include a frontier edge from
S214 to Rs3g, because such branch has already been
demonstrated to be non executable, as shown by the
predicate Ry, in Figure 2(b).

We will further discuss the example in the next sec-
tions when incrementally introducing the analysis fea-
tures. Below we formally define the GCFG.

Given a single entry program P, a GCFG is de-
fined starting from the state transition systems 7, =
(Ns, Eg,S?) and T, = (N,, E,, B,) that represent infor-
mation computed with symbolic execution and symbolic
reachability analysis of P, respectively. Ny (N,) and Ej
(E,) are the states and the transitions computed with



symbolic execution (symbolic reachability analysis) of P.
SY € N, is the initial symbolic state corresponding to
the program entry point, and B, C N, are true-valued
symbolic reachability states that model the execution of
the program branches analyzed as reachability targets.

Given a single entry program P, a GCFG is a state
transition system T = (N, E, S, B), where N is a set of
states, E C N x N is a set of transitions, S° € N is a
state that corresponds to the entry point of P, and B C
N are states that model the execution of the unreached
branches of P.

To facilitate the definition of the transition system
T, we introduce the following helper predicates on the
states N5, N,. and N. The predicates identify the relation
between states that refer to the same program blocks
(the boxes in Figure 2(c), sameCfgBlock), the existence of
control dependencies among states due to the program
structure (isCfgEdge), the satisfiability of the symbolic
formulas represented by the states (saf) and the existence
of paths between GCFG nodes (connected_T):

« sameCfgBlock : (N; U N,.) x (Ns U N,) relates the
pairs of states that correspond to the execution of
the same statements in the static control flow of P.

o isCfgEdge : (NsUN,) x (NsUN,) relates the pairs of
states that correspond to the execution of statements
that are connected by an edge in the static control
flow of P.

 sat : N, U N, identifies the states that correspond to
satisfiable symbolic formulas.

o connected_T : N x N identifies the pairs of states
connected with a path in T.

Definition 3.1: Given a single entry program P and
two state transition systems Ty = (Nj, E,,S%) and
T, = (N;, E,,B,) computed with symbolic execution
and symbolic reachability analysis of P, respectively,
the related GCFG is the state transition system T =
(N, E,S° B), such that:

o S0 = SY is a state that denotes the entry point of
P. Tt corresponds to the initial state of the symbolic
execution of P.

o B = B, is a set of states that model the execution of
the not yet covered branches of P that correspond
to the current targets of the symbolic reachability
analysis.

e« N = N,UN, is a set of states that includes both
S-states and R-states, where N, C N, and N, C N,
are the maximal subsets of N, and N,., respectively,
such that the following invariants hold:

Vs € N, : sat(s) (Inv1)

Vr € N, : sat(r) (Inv2)

Vr € N, : =3s € N, : sameCfgBlock(s,7) A (Inv3)
sat(s A )

Vr € N, : connected_T(S%,r) A
3b € B : connected_T(r, b)

(Inv4)

The GCFG includes only states that are computed
during either symbolic execution or reachability
analysis. It includes only satisfiable states (Invl and
Inv2), does not include symbolic reachability con-
ditions whose satisfiability can be already deduced
from symbolic states at the same block of the control
flow graph (Inv3), and does not include symbolic
reachability conditions that either cannot be reached
from the entry of T or cannot reach any not-yet-
proved reachability target in T (Inv4). Inv4 excludes
states that have been proven unreachable from the
entry point and the ones whose target has been
already reached from a different path, since such
states do not carry information still useful for the
analysis.

The definition guarantees that the initial state of
symbolic execution belongs to N, because S0 =
S% € N, and that all the (not yet excluded) targets
of the reachability analysis belong to N, because
B = B, C N,.

e« E=FE;UE,;UE, is a set of transitions, where E; C
E, and E, C E, are the restrictions of E, and FE.
with respect to Ny and N,, respectively, and E; C
E; is the maximal subset of E; = {(s,7) : s € N5 A
r € N, A isCfgEdge(s,r)} such that:

V(s,r) € Ef : (=3r" : sameCfgBlock(r’,s) A (Inv5)
(r',r) € Ey)

For the set of represented symbolic states and sym-
bolic reachability conditions, the GCFG includes all
transitions computed during the respective analysis
and includes the frontier edges Ey. The set Ef
represents the transitions from symbolic states to
symbolic reachability conditions in the GCFG (re-
call that N = N, U N,) that correspond to some
edge of the control flow graph of P and that do
not correspond to any transition already analyzed
during the symbolic reachability analysis (Inv5).
The invariants Inv5 and Inv2 guarantee that the
GCFG does not include control flow transitions that
have been proved to be infeasible with symbolic
reachability analysis.

For the sake of improving the description of the al-
gorithms, in the figures we graphically distinguish the
frontier edges that start for S-states that can be further
investigated with symbolic execution (solid lines) from
frontier edges that cannot be further explored with sym-
bolic execution but lead to R-states that can be further
investigated with symbolic reachability analysis (dotted
lines). However, this distinction is not formalized in the
the GCFG.



3.2 The Frontier

The GCFG represents a snapshot of the progress of
the bidirectional symbolic analysis of a program, and
identifies the frontier that indicates analysis states from
where we can extend the symbolic analysis in either
forward or backward directions, to reach unexecuted
branches or reveal infeasible branches. On one hand, the
R-states summarize path suffixes that can reach not yet
executed branches for some (symbolically represented)
values of the program variables. On the other hand,
the S-states summarize paths that certainly execute for
some (symbolically represented) sets of inputs. There-
fore, the frontier edges, which connect S-states to R-
states, indicate (i) symbolic execution states where the
forward analysis might be directly extended to satisfy
the symbolic representation of a symbolic reachability
state, and thus reach, or get closer to, some not yet
executed branches, and (ii) symbolic reachability states
where the backward reachability analysis can enrich the
reachability information and identify new details that
increase the chances to either satisfy these states or reveal
infeasible branches in the sequel of the analysis.

Without the information provided in the frontier, sym-
bolic execution and reachability analysis may converge
slowly or, in some cases, may even diverge, as discussed
in the previous section.

The frontier edges in the GCFG of Figure 2(c) convey
information that boosts the chances of convergence of the
symbolic analysis. These edges indicate states and paths
that are promising to reach not yet executed branches.
For instance, one of these promising paths is the path
that traverses the frontier edge (S24s, Rosp). Indeed, the
symbolic execution of Sa4, towards line 25 results in
a symbolic state that can satisfy Rgsp. For instance
valvesStatus=[—-1,—1,—1,...] is an assignment of
the symbolic input vector that satisfies the symbolic
representation of both states, and leads to execute the
true branch of the if statement at line 25 and subse-
quently the ¢rue branch of the if statement at line 31,
thus exercising the critical branch that can hardly be
reached with either symbolic execution or reachability
analysis alone, as discussed in Section 2. When the
GCFG contains more than one frontier edge, the edge to
be explored next can be selected according to different
strategies. In the experiments reported in this paper, we
explore the frontier edges in the order in which they are
identified during the analysis.

In the state represented in Figure 2(c), bidirectional
symbolic analysis selects one of the frontier edges, for
instance the edge (Sa2ap, Rosp), and tries to advance the
frontier by symbolically executing the branch identified
by the edge, in this case the true branch of the if
statement at line 25. The branch can be executed and pro-
duces a new symbolic state, which is satisfiable jointly
with the symbolic reachability condition Rs,. This new
evidence opens new execution paths that we can explore
with testing before the next iteration of bidirectional

symbolic analysis. In the example, we can generate a
test case that reaches the symbolic reachability condition
Ros;, and thus leads to the uncovered program branch at
line 31. We then symbolically execute the program along
the path identified by the test case and update the GCFG
by adding the new S-states, eliminating the R-states
superseded by the new S-states, updating the edges, and
recomputing the frontier. In the example, we successfully
reach one of the critical branches (branch 31).

The analysis proceeds with a new iteration, selecting a
new frontier edge, trying to either symbolically execute
the corresponding program branch or refine the reach-
ability information by means of symbolic reachability
analysis. The symbolic execution can lead to yet a new
state, as in the case illustrated above, or result in an
unsatisfiable condition, thus leaving room for trying to
either demonstrate the infeasibility of the frontier edge
or reveal subtle indirect dependencies that may lead to
execute the branch in the sequel of the analysis.

Generalizing from this example, the next section de-
scribes bidirectional analysis, while Section 5 presents
the test generation approach based on bidirectional anal-
ysis.

4 BIDIRECTIONAL SYMBOLIC ANALYSIS

Bidirectional symbolic analysis combines symbolic execu-
tion and symbolic reachability analysis to improve and
refine branch coverage, by both covering not-yet cov-
ered branches and identifying infeasible branches to be
pruned from the coverage domain. The approach con-
sists of incrementally refining the GCFG with increasing
reachability information.

Bidirectional symbolic analysis coordinates symbolic
execution and symbolic reachability analysis steps
through a GCFG model that identifies the target
branches and drives the alternation of the different anal-
ysis steps.

Bidirectional symbolic analysis initializes the GCFG
model referring to an initial set of target branches that
include all the branches of the program. In the exam-
ple of Figure 1 the initial set of target branches in-
cludes all the branches of both functions Checkvalves
and getStatusOfValve. In the figure we label these
branches after the corresponding lines 20, 21, 22, 25, 28,
30, 31, 33, 34 and 35 of function CheckValves and7,8,9
and 13 of function get StatusOfvalve that correspond
to the statements reached after the control decisions.
For instance, line 20 refers to the statement waitl--
that is reached through the true branch wait1>0 of the
while statement, while line 21 refers to count=0,
reached through the false branch of the while.

Bidirectional symbolic analysis initializes the GCFG by
symbolically executing the program from the entry state-
ment following a set of paths that are arbitrarily chosen
among the executable ones, and populates the GCFG
with the set of explored symbolic S-states. The symbolic
execution states are connected with solid edges in the

i=0,



GCFG. For example, the sequence of connected states
S18as 520as S21as 5224, S23as S24as S25a, S226, S236, S24b,
Sogar S22¢s ---, 354, S36q Of Figure 2(c) represents the
result of symbolically executing program CheckValves
from the initial state (line 18) through three iterations of
the while loop at lines 22-29 up to the exit (line 36),
and corresponds to the symbolic execution states of Fig-
ure 2(a). In both Figure 2(a) and Figure 2(c), the dotted
edges <S23a7524a>/ <S23b7524b> and <SQgC,SQ4C> indicate
the call-return of getStatusOfvalve (i), whose ex-
plored states, Sga, S8a, S13a, Si4ar Seb, Sgb, S136, S14b,
Secs Sses S13c and S14¢, are not explicitly reported in the
figures.

Symbolically executing a branch witnesses the feasi-
bility of the branch, and thus the executed branches are
removed from the set of targets. In the example, the ini-
tialization step reduces the set of targets to the branches
corresponding to line 31 in function CheckValves and
lines 7 and 9 in function getStatusOfvValve.

Bidirectional symbolic analysis completes the initial-
ization of the GCFG graph by adding an R-state with
a true predicate for each current target branch. In the
working example, it adds the R-state Rs3;, explicitly
represented in Figure 2(c) and the R-states Ry, and Ry,
that are left implicit in the figure and that we will discuss
later in this section. It connects the new R-states with
the S-states currently in the GCFG according to the
control flow relation in the program. For example, in
the initialization step, it connects the R-state Rs3;, with
the S-state Ssg,. Such edges that connect R-states and
S-states are frontier edges. We recall that the model in
Figure 2(c) does not include the frontier edge (S30q, R314)
because it represents the frontier edges at a later point
of analysis.

While the analysis progresses the frontier edges are
updated according the new information computed with
symbolic execution and symbolic reachability analysis.
Figure 2(c) represents the state of the analysis after
the symbolic reachability analysis steps described in
Figure 2(b), and thus it does not include the frontier
edge (S30q, R314), but represents the frontier edges at
that point of analysis. The frontier edges are represented
with bold lines in the figure.

In the general step, bidirectional symbolic analysis
selects a frontier edge, and uses symbolic execution to
check if the R-state can be reached from the S-state while
satisfying the computed reachability condition. In this
case, the R-state is demonstrated to be reachable and is
turned to a corresponding S-state. If the R-state cannot
be reached from the S-state, the bidirectional analysis
uses symbolic reachability analysis to update the frontier.

Bidirectional symbolic analysis progressively classifies
the program branches as covered or infeasible. A branch
is covered when the symbolic execution explores an S-
state associated with a not-yet executed program branch.
A branch is infeasible when the symbolic reachability
analysis indicates that the branch is reachable only from
false R-states, that is, R-states with a condition that is
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a logical contradiction.

Bidirectional symbolic analysis iterates through three
main steps: symbolic execution, symbolic reachability
analysis and model coarsening. Symbolic execution iden-
tifies new symbolic states (S-states), trying to supersede
some symbolic reachability states (R-states) of the cur-
rent GCFG. Symbolic reachability analysis refines the R-
states that symbolic execution cannot supersede. Model
coarsening prunes the GCFG by eliminating the R-states
that becomes obsolete throughout the progress of the
analysis, thus supporting the scalability of the approach.

41

A symbolic execution step targets a frontier edge (S;, R;)
as described in Algorithm 1. First, it symbolically ana-
lyzes S; towards R; that represents a possible successor
of S;, since the frontier edge derives from a control flow
edge (Algorithm 1, line 1).

It then evaluates the reachability condition of R; in
conjunction with the new state (line 2) and, if R; and the
new symbolic state are jointly satisfiable, it updates the
GCFG adding the newly computed state (line 3) and new
frontier edges that correspond to the new state if any
(line 4). Next, it computes the set of R-states that share
the same block of R; and are jointly satisfiable with the
new symbolic state (line 5), and invokes the coarsening
step to remove these R-states (including R;) from the
GCFG (line 7). The invocation of SymbolicExecution
refers to the classic symbolic execution approach that
we informally surveyed in Section 2. The invocation of
ComputeFrontierEdges updates the GCFG model as
discussed in Section 3.1. We detail ModelCoarsening
later in this section (Algorithm 3).

The algorithm requires to verify the satisfiability of
the symbolic formulas at lines 2 and 5. As discussed
in the next section, when used in the context of test
generation, it verifies the satisfiability at line 2 by in-
voking a constraint solver, and deduces the satisfiability
of the set of formulas at line 5 with the test case that is
generated as the solution of the query at line 2. If the test
case fails to identify the satisfiability of some R-states,
those states remain in the model and their satisfiability
will be further addressed in the subsequent iterations of
symbolic execution.

For example, if we consider the (Sa4, Rosp) frontier
edge of Figure 2, the symbolic execution step starts with
the symbolic state Sa4 that is reported in the bottom
of the figure, and computes a new symbolic state that
augments the path condition of S,4, with the conditional
status = —1. The new symbolic state is indeed satisfiable
jointly with the condition of state Rosp.

Symbolic Execution

4.2 Symbolic Reachability Analysis

A symbolic reachability analysis step augments the
GCFG with new reachability states, as illustrated in Al-
gorithm 2. Symbolic reachability analysis considers the
target R-state of a frontier edge (5;, R;), and analyzes R;



Algorithm 1 SymbolicExecutionStep

Require:
model, a GCFG
(Si, Rj), a frontier edge of the model
Ensure:
A symbolic execution step on the input frontier edge
Returns the resulting GCFG

1: S’ « SymbolicExecution(S; ~ R;)

2: if sat(S’ A Rj) then

3 model = model U S’ U (S;,S")

4 model = modelU ComputeFrontierEdges(S’, model)

5: reachedRNodes = {R'}| sameC fgBlock(R', R;) A sat(S' A R')
6 for all R’ € reachedRNodes do

7 ModelCoarseningStep(model, R’)

8 end for

9: end if

10: return model

# Invariant Inv3

backward along the control flow branch that corresponds
to the frontier edge (Algorithm 2, line 1). It produces a
new R-state by augmenting the predicate of R; with the
information of the control flow branch. If the new sym-
bolic reachability state is a contradiction (line 2), the state
R; and all the corresponding frontier edges are pruned
from the GCFG in the coarsening step (line 3). If the new
symbolic reachability condition intersects some S-states
corresponding to the same program branch (line 6), the
considered frontier edge is indeed reachable. In this case
the approach iterates with a symbolic execution step
to detail the reachability of the frontier edge (line 8).
Otherwise it updates the model to include the new state
(lines 10—14).

The algorithm requires to solve the constraints at
lines 2 and 5. As discussed in the next section, when
used in the context of test generation, this requires only
the call to a constraint solver at line 2, while the call at
line 5 can be avoided, since the test generation algorithm
guarantees that the frontier S-states have been already
evaluated in the former iterations.

Algorithm 2 SymbolicReachability AnalysisStep

Require:
model, a GCFG
(Si, Rj), a frontier edge included in model
Ensure:
Accomplishes a symbolic reachability analysis on the input frontier edge
Returns the resulting GCFG

1: R’ + WeakestPrecondition(R; ~ S;)

2: if —sat(R’) then

3: ModelCoarseningStep (model, R') # Invariant Inv2
4: else

5. reachingSNodes = {S'}| sameC fgBlock(S’, S;) A sat(S' A R")
6: if reachingSNodes # () then

7: S’ < a node from reachingN odes

8: SymbolicExecutionStep (model, (S’, R;))

9:  else

10: E; = the set of frontier edges in model

11: Efelete = {(S”, R;)}| sameC fgBlock(S", S;)A(S”, R;) € Ey
12: model <+ model \ E¢¢lte # Invariant Inv5
13: model < model UR' U (R, R)

14: model + modelU ComputeFrontierEdges(R’, model)

15: end if

16: end if

For example, let us consider the frontier edge
(S224, Rasp) in the GCFG in Figure 3. The figure presents
the GCFG of the program checkValves in Figure 1
after some steps of symbolic reachability analysis from
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Ryg,. The state Ry, belongs to get StatusOfvalves and
is thus not represented explicitly in Figure 2(c). Figure 3
shows the details of the symbolic states corresponding
to the call of getStatusOfValves that are abstracted
away in Figure 2(c), and cuts the GCFG after the return
from getStatusOfvalves.

Ry, represents the execution of the ¢rue branch of the
if statement at line 7 of the program checkvValves
in Figure 1, and corresponds to an error state of the
program. As mentioned in Section 2, this branch is in-
feasible, and the GCFG of Figure 3 shows some progress
of bidirectional symbolic analysis towards the proof of
the infeasibility of this branch. Specifically, the GCFG
of Figure 3 extends the analysis steps represented by
the GCFG of Figure 2(c) with the chain of symbolic
reachability analysis states Rasy, Rep, Rsp and Ry, that
results from the symbolic reachability analysis from the
target Ry, towards the program entry point.

The frontier (Sa2q, Ra3y) represents the next step to-
wards the proof of the infeasibility of the ¢rue branch
of the if statement at line 7. The symbolic reachability
analysis of Rj3, produces the contradictory condition
i > size && i > 0 && i < size that derives from the con-
junction of Ras;, (shown at the bottom of Figure 3) and
the condition of the frontier edge. Thus the frontier edges
(S22q, Ra3p), as well as the frontier edges (Saop, Ra3p) and
(Sa2¢, Rasp) can be removed from the GCFG.

As an example of a refinement of a frontier edge
that leads to new R-states, let us consider the frontier
edge (Sgq, R7q). The symbolic reachability analysis of
R7, propagates the non-contradictory condition ¢ < 0
thus producing a new state Rg. and updating the model
as shown in the zoom in of Figure 4.

The new symbolic reachability state may identify new
frontier edges on the GCFG. In our example, augmenting
the model with the new state Rg. produces new frontier
edges from Si3,, S23p and Sas. to Rg. traversing the call
of function getStatusOfvalve (Figure 4(b)).

The refinement process is conservative as no feasi-
ble path that might lead to not-yet-covered program
branches is ever excluded from the model. Moreover the
monotonic reduction in the number of program paths to
be considered guarantees progress.

4.3 Model Coarsening

The model coarsening step described in Algorithm 3 con-
sists of removing the symbolic reachability states that
correspond to states that become obsolete after either
symbolic execution or symbolic reachability analysis,
or because of model coarsening itself (Algorithm 3,
lines 1—6). Some R-states may become obsolete because
of symbolic execution when a new S-state is satisfiable
in conjunction with an R-state (Algorithm 1, line 2), as
for instance in the case of Sa4, and Rasp in the above ex-
ample of symbolic execution, meaning that that R-state
is indeed reachable. Some other R-states may become
obsolete because of symbolic reachability analysis when
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the analysis proves that an R-state is disconnected from
the entry point (Algorithm 2, line 3), as for instance
Ry3, in the example of symbolic reachability analysis,
meaning that the R-state is indeed unreachable. Yet other
R-states become obsolete because of model coarsening
(Algorithm 3, line 7) either when the coarsening step
removes the successor of an R-state, implying that the
reachability of the target of the R-state has been decided
at the current analysis step, or when it removes the
predecessor node of an R-states, implying that the reach-
ability condition is now disconnected from the entry
point.

5 BIDIRECTIONAL TEST CASE GENERATION

Bidirectional Test Case Generation (BiTe) exploits bidirec-
tional symbolic analysis to improve and refine branch
coverage, by both covering not-yet-covered branches
and identifying infeasible branches to be pruned from
the coverage domain. As discussed in Section 2, increas-
ing of branch coverage may exercise critical cases that
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Fig. 4. The symbolic reachability analysis step from R.

Algorithm 3 ModelCoarseningStep

Require:
model, a GCFG modified after a forward/backward analysis step
R, a reachability condition included in model
Ensure:
Removes the node R from model
Removes other nodes and edges to restore the compliance with Definition 3.1
Returns the resulting GCFG

1: E, = the set of edges between reachability conditions in model
2: Ej = the set of frontier edges in model

3: edgesFromR = {(R,R")}| (R, R') € E,

4: edgesToR = {(N, R)}| (N, R) € (B, UE/)

5: adjacentToR = {R'}| (R,R') € E,. vV (R',R) € E,.

6: model = ((model \ {R}) \ edgesFromR) \ edgesToR
7: for all R’ € adjacentToR do

8 model = ModelCoarseningStep(model, R’) # Invariant Inv4
9: end for

10: return model

may lead to severe failures, while pruning infeasible
branches improves the effectiveness of the coverage
metrics.

5.1

BiTe starts with a program and a set of test cases, and
initializes the GCFG by means of Dynamic Symbolic
Execution (DSE) and referring to the program control
structure [24], [4].

BiTe relies on DSE to execute the initial set of test
cases with both symbolic and concrete values, and uses
the concrete values to identify feasible paths and drive
the symbolic exploration of the state-space through these
paths, avoiding infeasible ones. The initial GCFG con-
tains symbolic states that are computed with DSE, and
whose satisfiability is guaranteed by construction.

BiTe completes the initial GCFG by adding the R-states
that represent the not-yet-covered program branches.
After coarsening, the initial GCFG contains only those
R-states that are directly connected to some S-state with
a frontier edge. The R-states eliminated with this initial

BiTe Initialization Step



coarsening step depend on the reachability of the R-
states currently in the GCFG, and will be included in
the GCFG in the next analysis steps.

5.2 BiTe Symbolic Execution Step

BiTe relies on DSE to divert the paths of the existing
test cases to execute program paths that have not been
explored yet. Differently from the standard embodiment
of DSE, BiTe targets the paths that can be diverted along
the frontier edges of the GCFG. If BiTe succeeds to
traverse some frontier edges with a new test case, it
extends the existing test suite towards the uncovered
branches represented by the terminal R-states of the
GCFG.

In detail, BiTe instantiates the symbolic execution step
by symbolically executing a test case up to the frontier,
computing the successor symbolic state beyond the fron-
tier, and solving the condition obtained by appending
the path condition to the frontier reachability predicate
with a Satisfiability Modulo Theories (SMT) solver.

The condition produced with this process character-
izes the program inputs whose execution follows the
same path as the original test case up to the frontier,
but then traverses the frontier and satisfies the frontier
R-state.

If the condition is satisfied for a given input, BiTe
executes the program both concretely and symbolically
with the new input. By construction the test execution
traverses the GCFG frontier and identifies new symbolic
states and new frontier edges. BiTe adds the new (satisfi-
able) symbolic states to the GCFG, and uses the concrete
states to evaluate the symbolic reachability conditions at
the branches traversed during the execution. This limits
the calls to the SMT solver in Algorithm 1 to one call
per iteration.

Let us consider the frontier edge (S2ap, Rosp) Of the
GCFG in Figure 5(a) that reports the complete version
of the GCFG whose excerpt is shown in Figure 3. The
figure separates the states of the two functions of the
program, using the graphical notation of dotted edges
to indicate the function calls and indicating with a
positional correspondence the states involved with the
call flows across the two functions. The symbolic states
represented in the GCFG have been produced with DSE
by executing the (initial) test case 77 reported at the
bottom of Figure 5.

When analyzing the frontier (Sasp, Rasy), BiTe first
computes the symbolic state S5, as the successor of
state Soy, towards the true branch of the if state-
ment at line 25, and then computes the path condition
Sasp A Raspy by joining the symbolic formulas of the
two states, both reported at the bottom of Figure 5.
This path condition is satisfiable with an input array
valveStatus = [—1,—1,—1], and thus BiTe identifies the
new test case 15 reported at the bottom of the figure.
Figure 5(b) presents the GCFG updated by BiTe after
executing 75. The new test case T, traverses the same
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symbolic states as T} up to the frontier state So4p, and
then traverses the frontier edge and explores the states
Sasp, S22d, S23d, Sed, Ssd, S13d, S14d, S24d, S25¢, S306, S31as
S34p, S35, and Ssep, covering the branch 31 with Ss;, and
thus leading the program to execute the alarm at line 32.

BiTe monitors the execution of the new test case,
evaluates the R-states associated with the traversed
branches, and removes (coarsening step) the R-states
that are satisfied by concrete states traversed during the
test case. Figure 5(b) partially overlaps the new S-states
with the correspondingly satisfied R-states. These R-
states (Rasp, R224, R234, Rear R8as R13a, Rida, Rosa, Ra2sa,
R34, and R31,) are marked with a cross, since they are
satisfied in concrete states traversed during the execution
of T5 and are thus removed from the GCFG. The figure
also indicates the new frontier edges after the update of
the GCFG.

Bidirectional symbolic analysis requires evaluating the
satisfiability of symbolic states and comparing states
computed forward and backward. When exploring a
symbolic state space, evaluating satisfiability and com-
paring states rely on SMT solvers, which can be compu-
tationally expensive. Being based on DSE, BiTe improves
the efficiency of evaluating and comparing symbolic
states, by limiting the calls to the solver only to the states
that belong to the frontier, and taking advantage of the
concrete states traversed by the test cases to evaluate the
satisfiability of many symbolic reachability conditions
with concrete evaluation.

5.3 BiTe Symbolic Reachability Analysis Step

BiTe instantiates the symbolic reachability analysis step
by adapting the classic weakest precondition (WP) cal-
culus [23] referring to the WP« predicate transformer
proposed in DASH by Beckman et al. [15] that uses dy-
namic alias information that can be found in the GCFG
frontier to guarantee efficient and conservative program
abstractions in presence of pointers and pointer aliases.
The WP« predicate transformer identifies a branch as
infeasible in the absence of further aliases yet to be
explored, otherwise it leaves the feasibility of the branch
still open. The availability of more precise reachability
analyzers may only improve on the current state of the
prototype.

In the original proposal DASH addresses the problem
of reaching an error state that represents the single
target of the analysis. BiTe improves branch coverage
by targeting all the program branches that have not
been covered yet, thus extending DASH to the analysis
of multiple branches. The GCFG model that BiTe in-
crementally maintains during the analysis supports the
efficient coordination of multiple analyses a la DASH,
mitigating the inefficiency of the independent analysis
of the single targets. The coarsening step controls the
space explosion that may derive from analyzing multiple
targets by removing the states that become obsolete in
the process.
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int checkValves () int checkValves () int checkValves ()
18:Entry 20:waitl>0 21:waitl<=0 18:Entry 20:waitl>0 21l:waitl<=0
22:i<size 22:i<size

50X @
it | |
23 call getStatusOfValva i)

23 Call getStatusOfValVE(l’
@m@@m

24: Return getStatusOfValve

20:waitl>0 21:waitl<=0

8: Entr;

24: Return getStatusOfValve (1)

@@\Sm S24d "0

)

+
33:count<=TOLERANCE

31:count>TOLERANCE

+
33:count<=TOLERANCE

7
33:count<=TOLERANCE

31:count>TOLERANCE

o

31:count>TOLERANCE

36: Exit 35:wait2<=0 | | 34:wait2>0 36: Exit 35:wait2<=0 | | 34:wait2>0 36: Exit 35:wait2<=0 | | 34:wait2>0
int getStatusOfValve (int) int getStatusOfValve (int) int getStatusOfValve (int)

6: Entry

.@@@@

6: Entry 6: Entry

1 | | | | l
| |
N N G\ \8 DY
@
: i<size ’ 9: i>=size : 1<slze 9: i>=size : 1<51ze
14}: Exit 14: Exit / 14: Exit

(a) (b) (©)

SYMBOLIC STATE PREDICATES:
Sosp: size=S1 A waitl=Wl A wait2=W2 A valvesStatus=[V1,V2, V3, ...] A S1>1 A Wl=1l A V1=-1 A V2=-1 A i=1 A count=1 A
status=V2

REACHABILITY STATE PREDICATES:
Rosp: valvesStatus[i+1]=-1 A i>=-1 A i<size-1 A i>=size-2 A count>0 A status=-1

TEST CASES:
Ti: size=3 A waitl=1 A wait2=1 A valvesStatus=[-1, 0, 0]
Ts: size=3 A waitl=1 A wait2=1 A valvesStatus=[-1,-1,-1]

Fig. 5. Updates of the GCFG model of the program checkVvalves after identifying both a new test case and an
infeasible program branch with BiTe



The BiTe symbolic reachability analysis steps are trig-
gered when the symbolic execution step fails in gener-
ating test cases that traverse the GCFG frontier. In this
way we avoid wasting time in computing the weakest
preconditions of elements that can be reached straight-
forwardly. When the symbolic execution steps fail on a
given frontier, the symbolic reachability analysis steps
progressively augment the reachability information in
the model, up to possibly detecting infeasible branches.
The new R-states drive the next iterations towards the
analysis of program paths that are most likely to either
reach uncovered branches or reveal infeasible branches
in the program.

For instance, in the example of Figure 5(b) the
forward analysis of the frontier from the states
5994, 8208, S29¢, Saoq to the state Rs3p has not identified
any test case that can traverse the frontier. This triggers
the symbolic reachability analysis step that eventually
proves the frontier to be unreachable, as discussed in
Section 4.2.

5.4 BiTe Coarsening Step

Symbolic reachability analysis leads to a monotonic
growth of the model. The problem is further exacer-
bated because of the incremental growth of the GCFG
and of the complex refinement predicates due to the
simultaneous reachability analysis of several program
branches. During the test generation process, branches
are progressively classified as either covered or infeasi-
ble, thus rendering parts of the refined GCFG irrelevant
for the goal of covering the still uncovered branches. The
coarsening step controls the growth of the GCFG thus
supporting scalability.

Coarsening removes nodes that become obsolete after
the symbolic execution and the symbolic reachability
analysis steps, or after the removal of other redundant
nodes. We already exemplified the case of coarsening
after a successful symbolic execution step in Figure 5(b).
Figure 5(c) exemplifies the other cases. The symbolic
reachability step illustrated in the previous subsection
eliminates the frontier edge (Sa2., R23p), and disconnects
the node Ra3;, from the GCFG entry node. This implies
that Ras, is recognized as unreachable and is pruned
from the GCFG. Removing Ra3,, which corresponds to
a call to getStatusOfvValve, disconnects node Rgp,
which corresponds to the function entry point. Con-
sequently the coarsening step recognizes also nodes
Rgy,, Rspy and Rg, as unreachable and removes them
from the GCFG, thus proving that the program branch
represented by the reachability condition Ry, is indeed
infeasible.

6 INTERPROCEDURAL ANALYSIS

The BiTe analysis is interprocedural, and can thus ad-
dress realistic programs. The sample program of Figure 1
includes a procedure call that we have implicitly treated
as a macro expansion in the examples so far, taking
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advantage of the presence of a single call. Here we
present the interprocedural extension of BiTe that works
with general programs.

Classical interprocedural analysis exploits either the
functional approach, also called compositional, or the call
string approach [25]. The functional approach combines
intraprocedural summaries bottom-up for analyzing
function calls. The call string approach maintains a de-
scription of the call sites traversed along each analyzed
path, and excludes the interprocedural paths that do
not satisfy the correct pairing between call and return
sites [26]. These paths are called non-realizable paths in
the literature on interprocedural analysis. Since bidi-
rectional symbolic analysis requires pairing path pre-
fixes and path suffixes incrementally analyzed during
the forward and the backward analysis, respectively,
we implement path sensitive interprocedural analysis
according to the call string approach.

N
int main (int)

1: ENTER
S7
/ J

3: CALL

int fun (int)

-
10: ENTER
<
S10'®
6: CALL
@% ]
14 Y
S6<> 11: .
i
1<5>
J

S0

\

‘ R3<>

/ N N
4: RETURN 7: RETURN
3 {6
()
\ J

9: EXIT ) *- S12<6>
So”
1: prog(){ 10: fun () {
2 if(...){ 11:
3: fun () ; 12: }
4:
5: } else {
6: fun () ;
7
8: }
9: }

Fig. 6. An example of interprocedural GCFG model.

Interprocedural GCFGs include interprocedural edges,
and use call strings to store the interprocedural informa-
tion of the symbolic states and the reachability condi-
tions computed along paths that include interprocedural
edges. The interprocedural edges connect the states at
the call sites to the corresponding successor states at the
entry point of the called procedures, and the states at the
procedure exit points to the corresponding states at the
return point of the calls. In the GCFG models of Figure 5



the interprocedural edges are the edges between the
nodes that correspond to the lines 23 and 6 and between
nodes 14 and 24 that correspond to the call to and
return from function getStatusOfValve, respectively.
Recall that in the figure these edge are indicated by the
positional correspondence of the states involved with
the call flows across the two functions. The call strings
link the symbolic states and the reachability conditions
in the GCFG to the call sites traversed and not yet
returned along the reaching paths. In the GCFG models
of Figure 5 we omit the call strings with no loss of
generality, since the GCFG models deal with a single
invocation.

Figure 6 illustrates the use of call strings in BiTe. The
figure represents the GCFG obtained after symbolically
executing the program prog (reported in the figure)
along the branch that calls function fun at line 6, thus
computing the states Si, Sg, S0, Si1, Si2, S7, So. The
states R3 and R4 represent the not yet reached call and
return points related to the function call at line 3. The
states include superscripts that represent the interproce-
dural calls strings. For instance, the call string (6) links
the symbolic states Si9, Si1, Si2 and S7 to the call of
function fun at line 6, indicating that these states have
been explored in the context of that function call. The call
strings of the states Si, S and Sy are empty because no
call site has been traversed yet. The call string (3) links
the reachability condition Ry to the call of function fun
at line 3 that must be necessarily traversed to reach R,.
Rs3 is associated to an empty call string because it can
be reached from the entry point without going through
any function call.

BiTe uses the call strings to exclude the frontier edges
that depend on non-realizable paths. For example, with
reference to the GCFG of Figure 6, the program control
flow graph would suggest a frontier edge between nodes
Si2 and Ry, since the return point at line 4 can follow
the function exit point at line 12. However, this frontier
depends on the non-realizable path that reaches R4
after traversing the call of function fun at line 6, and
returning to line 4 when exiting from the function. The
call strings associated to nodes S@ and Rfl?’) indicate
the infeasibility of this frontier edge, which can thus be
removed from the GCFG.

Generalizing from the example, BiTe computes fron-
tier edges only between S-states and R-states that are
associated with compatible call strings. The call string
of a frontier S-state S is compatible with the call string
of a frontier R-state R if the call string of S includes as a
postfix the call string of R. This draws on the observation
that the call string of the S-states always starts from the
outermost program function, while the call string of the
R-states starts from the program functions that contain
the target branches.

7 EVALUATION

Our research aims to provide a useful measure of branch
coverage by both generating test cases that execute fea-
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sible branches, and identifying infeasible branches that
can be excluded from the branch count. Executing fea-
sible branches can increase the probability of revealing
program failures, while excluding infeasible branches
can improve the accuracy and stability of the produced
coverage indicators. Both elements are important when
considering the overall quality process where we need
both to increase the likelihood of revealing subtle failures
and to provide consistent data for managing the overall
quality process.

7.1 Research Questions

We designed a set of experiments to address the follow-
ing research questions:

R(Q: What is the coverage that Bile test suites can
achieve?
What is the impact of the new measure of
coverage that excludes infeasible branches from
the coverage domain?
How does BiTe compare with state-of-the-art
symbolic approaches to test case generation?

RQ;

RQs3

The first research question, R(Q):, focuses on the use-
fulness of the coverage measured in terms of amount
of executed feasible branches. BiTe aims to achieve high
coverage by both generating test cases that execute fea-
sible branches and excluding infeasible branches from
the coverage domain. This leads to the second research
question, RQ)s, that focuses on the relative weight of the
two elements of the approach. We measure the impact of
excluding infeasible branches from the coverage domain
by comparing the new and classic branch coverage val-
ues. The third research question, RQ)3, addresses the va-
lidity of BiTe with respect to state-of-the-art techniques.
We experimentally compare the classic branch cover-
age achieved with BiTe against the coverage obtained
with state-of-the-art approaches, namely CREST [7] and
KLEE [20].

7.2 Protoype Implementation

We ran our experiments with the BiTe Prototype Tool for C
(BiTe.) that implements the BiTe approach. The current
implementation of BiTe. builds on top of CREST® for
dynamic symbolic execution, CIL* for instrumenting and
static analyzing C code, and on the Z3 SMT solver.
BiTe, supports most of the features of the C language in-
cluding procedures, dynamic memory allocation, pointer
arithmetics and reference aliasing. The high performance
SMT solver Z3 provides partial support for nonlinear
constraints. The test case generation procedure can be
optionally seeded with an initial test suite.

The dynamic analysis components of BiTe, uses the
GNU GDB debugger to monitor and access the state
of running programs. The GDB API allows BiTe. to

3. https:/ /github.com/jburnim/crest/
4. https:/ / github.com /kerneis/cil/
5. http:/ /z3.codeplex.com/



extract uniformly both concrete and symbolic data from
a program execution as the symbolic memory is part
of the concrete execution state of the instrumented
program. BiTe. exploits the integration with GDB to
identify the current alias conditions for building alias-
aware refinement predicates. BiTe, computes the alias-
aware refinement predicates in two steps. In the static
initialization step, BiTe. records the sequences of consec-
utive assignments. In the dynamic execution step, BiTe,
computes the alias predicates and finally the alias-aware
refinement predicates.

7.3 Subject Programs

We conducted our experiments on a set of programs
that are widely used as benchmarks in the literature
and that are reported in Table 1. The first four sub-
jects in the table correspond to four device drivers for
the Windows NT kernel: cdaudio, diskperf, floppy
and kbfiltr. These programs have a complex control
flow that is reflected in a large number of paths, and
have been proposed as benchmark in other scientific
experiments on test case generation [27]. The next two
programs implement the state machines that handle
the communication at both the client and the server
side in the the well known Secure Shell (SSH) protocol,
which is ubiquitous on UNIX based systems [28]. The
last program is space, a widely used benchmark that
implements an antenna configuration system developed
by the European Space Agency.

Figure 7 reports the code of function GetKeyword
of program space, which illustrates the characteristics
that complicate symbolic execution. The program space
is an interpreter of a definition language for an array
of antennas that we slightly adapted to obey some
syntactic limitations of our current prototype. Function
GetKeyword is invoked 107 times to parse the antenna
system configuration file, and search for keywords (pa-
rameter kw) that shall appear in a given order in the
configuration file (parameter tp). The loop at lines 12-18
checks for the validity of the input characters, while the
call to function strcmp at line 22 checks whether the
input keyword kw matches the string word identified in
the loop.

To execute the many program branches that depend
on the inputs that match the value of the keyword kw,
the symbolic execution must solve the path condition
that leads to executing the then branch of the if
statement at line 22 after returning from the invocation
of strcmp (kw, word), for each invocation of function
GetKeyword. Since all keywords are predefined strings
and the length of the string word is determined at
line 20 based on the value of variable i that counts
the number of loop iterations, both the lengths of kw
and word are always concrete constant values during
symbolic execution, and thus solving the above path
condition without additional information may require
the exhaustive exploration of the execution space.
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1 int GetKeyword(char *kw, struct charac** tp)
2 {

3 struct charac «*curr, **curr_ptr;

4 char word[KWDSLEN + 1], ch;

5 int 1 = 0;

6

7 curr_ptr = &curr;

8 *Ccurr_ptr = xtp;

9

10 ch = TapeGet (curr_ptr);

11

12 while (((isalnum(ch)) || (ch == "_")) &&
13 (i < KWDSLEN) && ((xcurr_ptr) != NULL))
14 {

15 word[1i] = ch;

16 i =1+ 1;

17 ch = TapeGet (curr_ptr);

18 }i

19

20 word[i] = "\O0’;

21

22 if (strcmp(kw, word) == 0) {

23 *tp = *curr_ptr;

24 return O;

25 } else

26 return 1;

27 '}

Fig. 7. An excerpt of the program space

Moreover, an interesting execution is characterized by
a proper sequence of characters that result in a combi-
natorial explosion of choices when executing function
GetKeyword with classic symbolic execution. In fact
at each iteration, the symbolic executor shall choose
a set of characters out of all possible characters that
satisfy the loop condition, that should also match the
specified keywords. The variable length of the keywords
introduces yet another combinatorial dimension to the
problem. A classic symbolic executor that processes the
input file forwardly learns the condition that shall be
satisfied only after choosing the set of characters, thus
leading to potential performance problems, as confirmed
with the experiments discussed in this section.

For each of the subject programs, Table 1 reports
the size expressed in lines of code (column loc) as
counted by the GNU utility we, and the number of
branches (column br) as counted by BiTe.. The number
of branches in a programs reflects the complexity of the
control structure. BiTe, counts the branches in a program
statically, right after the CIL pre-compilation that unrolls
decisions with multiple conditions as a cascade of single
condition decisions, and eliminates the dead code that
can be recognized by the compiler constant propagation
analysis.

7.4 Experimental Methodology

To answer the research questions, we executed BiTe, on
the subject programs, and studied the achieved coverage.
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TABLE 1
Results of BiTe. execution on 6 subject programs.

loc:  number of lines of code

Subjects BiTe, br: numbgr of brgr}ches c.omputef,l staticaH‘y'(afte.r
name | loc | br tc | cbr | ibr || covy it, | covy ity unrglh?g decisions V\fllﬂ:l n}ultlple 'c_ond1t101.ns' in
cdaudio | 2,171 | 534 || 259 | 417 | 113 || 78% 20,965 | 99% 76,800 o Suivalent cascade of single condition decisions)
diskperf 1,104 194 59 | 166 14 || 86% 600 | 92% 13,200 e number of gov ered branches
floppy 1,144 234 75 | 206 | 14 882/ 0 317 942/" 14,700 ibr:  number of identified infeasible branches
kbfﬂtr. 618 68 32 57 6 84% 129 | 92% 981 covy:  branch coverage measured using the GNU gcov
ssh client 760 160 39 | 135 24 || 84% 43,000 | 99% 85,000 utility [as percentage]
ssh server 860 175 40 | 145 1 83% 49400 | 83% 49,400 it,: number of iterations to achieve cbr
space 6,118 | 1,152 || 186 | 397 | 82 || 34% 5610 | 66% 5611 covy: cbr / (br - ibr) [as percentage]

To answer RQ; and RQ2 we compute the amount of
program branches exercised with the test suites gener-
ated with BiTe., and the amount of branches that BiTe,
identifies as infeasible. We measure the coverage of the
BiTe, test cases referring both to the classic branch cover-
age, covp, and a new coverage, covy, that refers to feasible
branches only. The cov, coverage computes the portion
of branches statically identified on the program control
flow graph executed with the test suites generated with
BiTe.. The covy coverage only estimates the portion of
feasible branches executed with the test suites generated
with BiTe,., and is defined as:

CO'Uf — brexec
brtotal - brinf

where brezee, briotar and bri,y indicate the number of
program branches exercised with the BiTe. test suite,
the number of program branches that belong to the
static control flow graph of the program under test and
the number of infeasible branches identified with BiTe,,
respectively.

The covy coverage metric interprets the intuitive and
ideal concept of coverage that measures the amount of
executed feasible branches and thus reaches 100% when
all feasible branches are executed. Classic structural cov-
erage metrics are easy to compute, but loose informative
content when the amount of infeasible elements grows.

The covy, and covy metrics obtained with BiTe, provide
data to answer R(Q);, while their difference quantifies the
contribution of eliminating the infeasible branches, thus
answering RQ)s.

To answer RQ)3 we compare the coverage results of
BiTe. with the ones produced with the state of the art test
case generation tools KLEE and CREST. We instantiated
CREST with three different strategies: plain random
testing (Rand), bounded depth-first concolic execution®
(CREST-dfs) and a heuristic strategy that aims to maxi-
mize branch coverage (CREST-cfg) [7]. KLEE supports
many heuristics to drive the symbolic execution. We
executed KLEE with all the available strategies, and
compared with the best result for each program. We
obtained the best results with the KLEE default strategy

6. We tried several bounds without observing significantly different
results, thus we used the default bound.

ity:  number of iterations to achieve both cbr and ibr

for all benchmark programs but ssh server, for which we
achieved the best results with the nurs:md2u strategy, a
heuristic that explores the programs paths in random
order according to a non uniform distribution based on
the minimum distance to an uncovered instruction.

To make the results comparable, we ran all the tools on
the same code, obtained with the CIL code transforma-
tion that decomposes the decision statements that refer
to the logic combination of atomic conditions in decision
statements with a single atomic condition.

We ran the experiments on a laptop equipped with an
Intel Core i7 2.7 GHz processor with 4 GB of memory
and we repeated the executions with time budgets of
both 60 and 180 minutes for each subject program.

We executed all the generated test suites with the GNU
gcov tool to confirm that all the branches marked as
covered are indeed traversed by the corresponding test
cases. We also double-checked that none of the branches
that BiTe. identify as infeasible were covered by other
test generation tools. Moreover we manually confirmed
the infeasibility of a sample of branches.

7.5 Results

Table 1 reports the results achieved when executing BiTe,
on all the subject programs starting from an initially
empty test suite and with a time budget of 180 minutes.
The table reports the number of test cases that BiTe. gen-
erated for each program (column ¢c), the number of cov-
ered branches (column cbr) and the number of branches
that BiTe. identified as infeasible (column ibr). Column
covy, shows the classic branch coverage computed using
the GNU gcov utility. Column covy presents the new
coverage obtained by removing infeasible branches from
the coverage domain. Columns it;, and it; report how
many iterations were required to obtain cov, and covy
respectively.

BiTe. produced test suites of manageable size that
cover most feasible branches (from 66% to 99%). The
table shows clearly that covs is more accurate than covy.
In most cases however, obtaining the most precise value
requires more iterations (column it ¢) than computing the
approximated one (column it;). The improved precision
of coverage comes with a higher computation cost, but



the data about the relation between iterations and cover-
age suggest that completing the test case generation after
investing a limited time budget impacts mostly on the
precision of covy and less on the quality of the generated
test cases.

At the same time, the improved accuracy of the results
can greatly help technical staff in their decisions. Several
standards require accurate metric data, for example, the
DO-178C standard requires infeasible elements to be
identified and removed from the final coverage metrics
for critical software in in-flight systems. Normal produc-
tion practice uses reachability analysis tools to identify
most infeasible elements and alleviate the work of the
specialists. BiTe is in line with this common practice.
We can thus envision a process where BiTe is used with
limited time budget to produce useful test cases, and
additional time budget when accurate coverage data are
required.

Table 2 presents the comparative analysis of BiTe,.
with Rand, CREST-dfs, CREST-cfg and KLEE. The first
seven rows report the results with an analysis budget
of 60 minutes for each program, as commonly used in
literature, and indicate that (i) random testing achieves
consistently low branch coverage for programs with a
non trivial control structure, like the ones considered in
our experiments, (ii) all the considered strategies largely
improve over random testing, (iii) BiTe. (covy), KLEE and
CREST achieve similar branch coverage rates for all pro-
grams but ssh server, (iv) BiTe, (covy) outperforms all
other strategies for ssh server.

The last column of the table reports the branch cov-
erage measured with BiTe. (covy) that corresponds to
evaluate the coverage measured with BiTe by ignoring
the branches proved infeasible with symbolic reachabil-
ity analysis. The results clearly indicate that this novel
measure of coverage better estimates the amount of cov-
ered feasible branches and thus provides more helpful
results for developers and team managers.

We repeated the experiments with an analysis budget
of 180 minutes. We obtain similar coverage values for
all programs except for space. The last row of the table
reports the results for the analysis of space with a time
budget of 180 minutes. These results suggest that the
time budget is not the key factor for the analysis and
that the different approaches can effectively execute most
feasible branches when the program structure is not
too complex and does not include implicit dependen-
cies that are difficult to reveal with classic approaches,
but suffer when dealing with programs with implicit
control dependencies as in space. The results with the
higher time budget for space indicate that only BiTe can
deal with complex control structures. In particular, the
improvement of BiTe. (cov,) from 11% to 34% suggests
that BiTe can indeed improve on current approaches
in the presence of implicit dependencies, and the im-
provement of BiTe. (covs) from 18% to 66% indicates
that properly dealing with infeasible elements may in-
deed produce consistently realistic coverage information.
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Overall, the data reported in Table 2 indicate that the
coverage obtained with BiTe is in line with the coverage
obtained with the other approaches when the classic
coverage is limited mostly by the presence of infeasible
elements (covy > 92%) and thus there is no much room
for improvement, while BiTe increases significantly the
classic branch coverage in the presence of uncovered but
feasible elements (cov; < 83%).

These results confirm that the BiTe approach pro-
duces consistently better coverage data than state of
the art techniques. The improvement is due both to
the ability of identifying corner cases difficult to reach
with classic heuristics and to the elimination of many
branches identified as infeasible. The results for ssh
server and space confirm that the presence of im-
plicit dependencies between branches can largely hinder
symbolic execution alone. In particular, in space many
branches depend on specific values of the program vari-
ables that are assigned at previous branches and used
at subsequent decision points in different functions of
the program. Such implicit dependencies affect much
less symbolic execution when combined with symbolic
reachability analysis, regardless of the elimination of
infeasible branches from the overall count.

In summary, our results indicate the advantages of
bidirectional analysis and of the new branch coverage
used in BiTe. (covy), and stimulate us to continue with
the development of an optimized version of the proto-
type that may have a non trivial responsibility on the
current performances. The current experiments confirm
the research hypotheses encoded in the research ques-
tions: BiTe achieves a good branch coverage in all the
experiments (between 66% and 98%) (RQ)), BiTe largely
improves the coverage data when dealing with infeasible
elements (increasing the coverage from 34% to 66% in
the best case of space) (RQ2), BiTe achieves a classic
branch coverage in line with state-of-the-art approaches
in some experiments, and outperforms them in other
experiments referring to both classic and new branch
coverage (from 11% to 34% for classic coverage and to
66% for the new coverage, in the best case of space)

(RQs3)-

7.6 Threats to Validity

The main threat to the internal validity of our experiments
derives from possible faults in the prototype BiTe.. We
mitigated this threat by manually confirming the anal-
ysis results on the smaller test subjects and gradually
moving to larger programs of increasing complexity. We
further confirmed the correctness of the coverage results
by cross checking the consistency with the outputs of
other testing tools. Furthermore, we confirmed the cov-
erage results with the GNU gcov tool, double-checked
that no test generation tool executes the branches that
BiTe. identified as infeasible, and manually confirmed
the infeasibility of a sample of those branches.

We experimented with a dedicated machine to avoid
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TABLE 2
Comparison of branch coverage scores of BiTe. and CREST and KLEE with an analysis budget of 60 minutes, and
comparison of the results with analysis budget of 60 and 180 minutes for program space

Branch coverage (%)
Program Rand | CREST-dfs | CREST-cfg | KLEE | BiTe. (covs) | BiTe. (covy)
cdaudio (60 min) 2% 78% 77% 79% 78% 99%
diskperf (60 min) 3% 75% 85% 76% 86% 92%
floppy (60 min) 2% 86% 86% 87% 88% 94%
kbfiltr (60 min) 38% 84% 84% 85% 84% 92%
ssh client (60 min) 2% 83% 83% 84% 84% 99%
ssh server (60 min) 34% 65% 77% 77% 83% 83%
space (60 min) 2% 11% 2% 9% 11% 18%
[ average [ 12% ] 69% | 71% [ 71% | 73% | 82% |
[ space (180 min) i 2% | 12% | 2% | 9% | 34% | 66% |

interferences with the machine workload, and we com-
puted the average coverage of repeated executions to
further reduce the impact. Nevertheless, the background
activity of the system and the random nature of the
considered analysis techniques may have had a small
impact on the results that shall be interpreted within
a small accuracy interval. In particular, a difference of
1% in the coverage data reported in Table 2 shall be
interpreted as a comparable coverage without a strict
inclusion implication.

The external validity of our evaluation relates the ex-
tent to which our results are generalizable. Despite the
high level of precision in both the symbolic execution
and reachability analysis components, BiTe. might not
handle completely some classes of software systems.
The choice of industrially relevant case studies supports
the industrial applicability of the results. We evaluated
BiTe also in the context of a European project on a
case study of four incremental versions of a real-time
software component that controls a robot responsible for
the maintenance of the ITER nuclear fusion plant [29].
Such industrial software systems display characteristics
that are notoriously challenging for automated test data
generation tools, such as the extensive use of nonlinear
and floating point arithmetics. The study indicates that
BiTe can expose subtle (previously unknown) bugs in
this type of software.

Our comparison of BiTe with respect to current sym-
bolic testing techniques may be threatened by the choices
of the competitors. The publicly available versions of
CREST and KLEE may not be sufficiently representative
of all the symbolic techniques proposed in the recent
years. The use of the four NT device drivers in the
experiments reduces the severity of this limitation. These
subjects have been used to evaluate other recent ap-
proaches to automated test generation, and thus the
coverage obtained by BiTe. can be compared to the one
reported in those papers, without requiring to repeat
the experiments. In particular, the analysis of the data
presented by Jaffar et al. [27] confirms that BiTe,. obtains
higher branch coverage on those subjects. This allows us
to assert that the performance of BiTe. in terms of branch
coverage exceeds the current state of the research.

8 RELATED WORK

Automated Test Data Generation (ATDG) has been ex-
tensively studied in the past decades. The seminal work
of the seventies has been extended with a rich variety of
techniques and approaches [30], [31], [32]. In this section,
we survey ATDG techniques with particular emphasis
on approaches based on symbolic execution, present
techniques to detect infeasible program elements, and
discuss the contribution of this paper in relation to the
existing work and the main open challenges.

Table 3 classifies the main approaches to ATDG ac-
cording to the most popular taxonomies that identify
three orthogonal dimensions: automation approach, test
objective and analysis approach, independently from
their technical background. In the table, columns map
test objectives and analysis approaches, while rows corre-
spond to the automation approaches. Gray cells pinpoint
the unlikely combinations of path driven techniques and
dynamic analysis, since purely dynamic analysis hardly
suites for deriving inputs that make specific program
paths execute. The remaining empty cells indicate open
areas that could be investigated in the future.

Below we limit our survey to the ATDG approaches
that represent the most relevant path driven (symbolic
execution based testing) and review the research efforts
on reachability analysis, verification and model checking
approaches that relate to the detection of unreachable
elements in BiTe.

8.1

Symbolic Execution (SE) is the most popular path based
testing approach. SE was proposed in the seventies, but
at that time its practical applicability to industrial scale
software systems was limited by severe scalability issues.
The relevant algorithmic improvements to SE proposed
in the last decade, the availability of cheap computing
power and the progresses in decision procedures fos-
tered the recent emergence of many new SE tools [51],
[53], [20], [62], [63].

The effectiveness of SE for generating test cases is
challenged by the path explosion, the constraint solving
and the infeasible path problems. As the number of paths

Symbolic Execution Based Testing



TABLE 3
Classification of the State of the Research according to:
test objective, automation approach and analysis

technique
Test Objective
(Analysis Approach)
Structural Coverage | Error State | Non Functional
Dyn Stat Hyb Dyn Stat Hyb| Dyn Stat Hyb
[33] [37] [38] [42] [46]][49] (50]
Input [34] [39] [43] [47]
Domain || [35] [40] [11] [48]
Driven [36] [41] [44]
[45]
[51] [64] [69] [4] [81] [84]
[52] [65] [70] [24] [82]
[53] [7] [71] [37] [83]
[20] [8] [72]
5 [54] [66] [73]
§ Path [55] [67] [74]
5 Driven [56] [27] [75]
< [57] [68] [76]
£ [58] [77]
e [59] [78]
= [60] [79]
£ [61] [80]
< [62] (15]
[9]
[63]
[85] [96] [103] [103]
[86] [97] [104] [111]
[87] [18] [105] [112]
[88] [98] [106] [113]
[89] [99] [107] [114]
Goal [90] [100] [108] [115]
Driven || [91] [101] [109] [116]
[92] [102] [110]
[93]
[94]
[5]
[95]

grows exponentially with the number of conditions in
the program, enumerating all paths is generally infea-
sible, and SE may diverge trying to explore an infinite
number of paths, resulting in exploring only a subset
of the program execution space. The incompleteness of
constraint solvers reduces the set of successfully analyz-
able programs. Finally, SE may fail to decide that some
path conditions are unsatisfiable, and may thus diverge
in presence of infeasible program paths.

BiTe relies on dynamic symbolic execution (DSE), also
referred to as concolic testing, to mitigate the path feasi-
bility and constraint solving issues by using dynamic in-
formation from concrete executions to guide SE [24], [4],
[64]. DSE first symbolically analyzes the program along
some concrete execution paths, which are feasible by
construction and do not require constraint solver queries
to validate the satisfiability of the corresponding path
conditions, and then systematically explores alternative
program paths by punctually modifying and solving the
computed path conditions. DSE also replaces symbolic
values with concrete ones every time the constraint
solver cannot cope with them, thus further overcoming
the constraint solving issues at the expense of precision.
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BiTe addresses the path explosion problem by focusing
DSE only on paths that may lead to execute not-yet-
covered branches. Several studies investigate the effec-
tiveness of SE when coupled with heuristic path explo-
ration strategies that prioritize the analysis of promising
program paths to execute not-yet-covered elements [7],
[8], [67]. Papadakis and Malevris propose a path selec-
tion strategy to reduce the impact of infeasible paths
while targeting branch coverage [57]. Li et al. identify
less explored paths measuring the length-n subpath pro-
gram spectra that generalize branch coverage to approxi-
mate full path information by profiling the execution of
loop-free program paths of given length [9].

BiTe is based on bidirectional symbolic analysis, which
is a universal search strategy and avoids ad hoc heuris-
tics that can be defeated by specific program structures.
Compared with heuristic path exploration strategies, the
BiTe bidirectional analysis can identify and exclude from
further exploration both the provably infeasible branches
and the program paths that provably cannot reach un-
covered branches, thus focusing the search strategy on
the paths that can reach uncovered branches and may
deserve deeper exploration. The experiments reported
in this paper provide evidence that BiTe can be more
effective then the heuristics strategies implemented in
CREST and KLEE for generating test suites that achieve
high branch coverage.

Other ATDG approaches prioritize the state space
exploration or use DSE in combination with other tech-
niques with the goal of maximizing program failures.
EXE drives symbolic execution by monitoring the path
constraints that are compatible with values that might
cause a failure [69]. KATCH uses path selection heuris-
tics to drive SE towards executing software patches
by using a combination of static and dynamic tech-
niques [68]. Predictive Testing and ZESTI use DSE to
check runtime error conditions against the path con-
ditions computed along the explored paths [74], [75].
Check 'n’ Crash targets test case generation towards
fault conditions computed with backward symbolic
analysis [76], [79]. The Marple tool uses a backward
path-sensitive symbolic analysis to detect buffer over-
flows [70]. X-force drives symbolic execution towards
memory allocation sites [71]. Majumdar and Sen propose
hybrid concolic testing that alternates random and con-
colic testing [37]: random testing guarantees a uniform
exploration of the program input space, while concolic
testing implements exhaustive local search. Pdsdreanu
et al. and Chipounov et al. tackle the path explosion
problem with techniques that combine exhaustive SE at
the code unit level with the concolic execution of selected
paths at the system level [65], [66].

Other researchers use DSE to deal with dynamically
generated code where static analysis is inapplicable, for
example to generate test cases for database programs
that include dynamically generated SQL queries, or
for PHP programs that execute within dynamic Web
pages [72], [73]. Xu et al. generalize concrete executions



with the symbolic handling of buffer lengths to search
for memory violations [84].

Differently from the approaches surveyed above, BiTe
builds on the strengths of DSE to target branch coverage,
instead of systematically exploring the program paths
within regions of the input space. BiTe does not directly
try to maximize a specific failure detection metric, but
builds on the empirically validated hypothesis that high
branch coverage, albeit hard to obtain, is correlated
with high failure detection rates [1], [2]. By targeting
branch coverage instead of systematically exploring the
program execution space, BiTe avoids traps that hinder
the state-of-the-art approaches and that can prevent high
coverage for specific target programs.

The performance of BiTe could be further improved by
reusing interprocedural computations compositionally,
implementing optimizations at the decision procedure
level, and exploiting parallel computation, as in the
techniques that we survey below.

State matching and compositional interprocedural ap-
proaches can mitigate the path explosion problem in
SE. State matching checks if a state visited during SE is
subsumed by another symbolic state. This information
is useful as it can prevent SE from analyzing the same
states over and over again. However, as the number of
symbolic states may be infinite, state matching becomes
quickly impractical. Anand et al. propose abstract sub-
sumption, a technique that enables state matching by
exploiting specific program abstractions, in particular for
lists and arrays [52]. Jaffar et al. propose to use inter-
polating theorem provers to mitigate the path-explosion
problem, though they notice that the approach might be
not cost-effective for branch coverage [27]. BiTe,. builds
the GCFG program model on demand by using the
WPa predicate transformer that combines the precision
of the classical weakest preconditions and the scalability
of dynamic alias analysis. Abstract subsumption and
interpolants could be integrated in the BiTe. architecture
without major changes to the current implementation.

Another recent approach to improve the scalability
of SE is to reason about program modules separately,
deriving function summaries that can be reused compo-
sitionally [77]. Such approach is borrowed from classical
interprocedural analysis design techniques [25]. The tool
SMASH builds summaries on demand and distinguishes
between may and must summaries that encode respec-
tively over-approximated and under-approximated ab-
stractions [58].

Invoking a decision procedure to solve constraints
generated with SE is usually the most time consuming
step of symbolic test case generation. SE tools normally
use constraint solvers as black box tools, and take advan-
tage of the improvements in the field by simply upgrad-
ing the solvers. Some ATDG approaches investigate the
advantages of querying several solvers in parallel and
make use of the results that are computed faster [117].
Other researchers investigate the effectiveness of caching
and reusing the solutions produced with the constraint
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solver across the constraints that recur several times
during the analysis [20], [118], [119], [120]. The Do-
mainReduce approach aims to better integrate symbolic
execution and constraint solving, eliminating potentially
irrelevant constraints based on dynamically monitored
program dependencies [121].

As multi-core processors and distributed systems are
getting more and more common, researchers are investi-
gating parallel computation strategies to accelerate sym-
bolic execution, and reduce the performance issues that
derive for the solvers and the path explosion problem.
Staats and Pasdreanu apply a static partitioning technique
to symbolic execution trees inspired by model checking
approaches [56]. Static partitioning computes statically
the preconditions that characterize distinct subtrees of
the SE tree; such subtrees are then analyzed indepen-
dently and in parallel obtaining speedups up to 90x.
Starting from the observation that static balancing cannot
predict precisely the actual workload of the worker
nodes, Bucur et al. proposed Dynamic Distributed Explo-
ration [60]. The design of BiTe suggests a natural paral-
lelization strategy in which at every step all the elements
in the reachability frontier are analyzed independently.

8.2 Reachability Analysis

In this paper, we advocate the need to tackle the problem
of detecting infeasible code elements while generating
test cases. Proving the infeasibility of a code element is
the dual problem of finding a test case that executes it.

Many safety properties of programs can be expressed
as reachability problems, and are addressed with au-
tomatic verification approaches that exploit the weak-
est precondition calculus [23]. Most state of the art
approaches are grounded on both suitable logics that
describe the safety properties and automatic decision
procedures that handle satisfiability claims in (some
decidable fragment of) those logics [122], [123], [124],
[125], [126], [127], [128]. The BiTe symbolic reachability
analysis steps are grounded on the weakest precondition
calculus as well.

In its classic form, weakest precondition calculus re-
quires loop invariants that cannot be automatically syn-
thesized in general, and is challenged by the presence of
aliases [23]. Recent approaches use abstractions to over
approximate sets of program paths [129] and rely on
techniques to automatically infer loop invariants [130].
BiTe uses dynamic alias information to improve the
efficiency of computing the weakest preconditions, and
takes advantage from the DSE steps to reduce the num-
ber of program paths and loops that must be analyzed
with symbolic reachability analysis, and thus can be fully
automated.

Software model checking can be naturally applied to
reachability analysis. Traditional explicit state and sym-
bolic model checking can scale to millions of states, but
for general purpose software, with an unbounded state
space, this is still not enough [131]. CEGAR (counter



example based abstraction refinement) model checking
contrasts the state explosion by refining a finite abstrac-
tion of the program behavior. CEGAR approaches based
on satisfiability checking tools proved to be very effec-
tive and parallelizable for the sake of software model
checking [16], [17]. Beyer et al. identify paths invariants
to refine multiple infeasible paths at a time [132]. The
SYNERGY approach of Gulvani et al. later enhanced by
Beckman et al. within the DASH approach uses symbolic
test case generation to generate counterexamples for the
abstraction refinement steps [13], [15].

BiTe builds upon the DASH approach; differently
from DASH, BiTe defines the GCFG model to efficiently
coordinate multiple analyses a la DASH, thus mitigat-
ing the inefficiency of the independent analysis of the
single targets, introduces the coarsening step to control
the space explosion that may derive from tracking the
preconditions of multiple targets via the WP,, predicate
transformer, and exploits interprocedural call strings to
pair the path prefixes and the path suffixes incremen-
tally analyzed during symbolic execution and symbolic
reachability analysis.

Optimizing compilers detect dead code using data
flow analysis, a static technique that over approximates
the set of possible values for variables at all program
locations [133], [134]. Data flow analysis however is not
path sensitive and can propagate data flow facts across
infeasible paths, producing imprecise results. Symbolic
execution can overcome data flow limitations as it in-
tegrates with constraint solvers to determine the fea-
sibility of program paths. Delahaye et al. propose to
combine the two approaches to generalize individual
unreachability results to sets of program paths [135].
Unsound approaches aim to efficiently detect a large
portion of infeasible code while accepting some false
positives that are feasible paths wrongly classified as
infeasible. Ngo and Tan use pattern matching to detect
infeasible paths based on empirical rules, reporting high
levels of precision and recall [136], [137]. BiTe implicitly
relies on sound static data flow analysis to early detect
and prune dead code.

9 CONCLUSIONS

Structural coverage, and in particular branch coverage,
are popular techniques to measure the thoroughness
of test cases. The difficulty of executing corner cases
that represent rare execution conditions and the approx-
imation that derives from the impossibility of identi-
fying all infeasible elements limit the effectiveness of
current approaches. The approaches proposed so far to
improve structural coverage deal with either the problem
of executing uncovered elements or the problem of
demonstrating the infeasibility of other elements. The
few straightforward combinations of the two classes of
approaches improve coverage, but focus on specific ele-
ments, and may be trapped into infinitely long attempts
to either include or exclude the target elements from
coverage, and thus do not represent acceptable solutions.
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In this paper we propose a novel solution that relies
on a new metric that defines branch coverage referring
to feasible branches only, thus excluding the branches
that can be proven infeasible from the final metrics. The
approach can indeed identify many feasible elements
and at the same time exclude many infeasible ones,
thus reaching consistently high coverage values that
can greatly help developers and quality experts in their
decisions. The approach is centered on a model, which
identifies what we call a frontier that represents the set
of elements that can be either most likely included in
or excluded from the coverage domain. The frontier is
the pivot for alternating symbolic execution that aims to
execute not-yet-covered elements and symbolic reacha-
bility analysis that aims to identify infeasible elements
to be excluded from the coverage domain. The frontier
avoids both analyses to be trapped by singularities in the
program execution space that may not be easily either
reached or identified as infeasible, and thus overcomes
the problems of current techniques that combine differ-
ent types of analyses.

The results presented in this paper open new research
frontiers. In particular, although the general technique
is not restricted to a specific coverage criterion, so far
we have targeted and experimented with branch cov-
erage. We are currently investigating the extension of
bidirectional symbolic analysis to other kinds of cover-
age. Moreover, the performance of the current prototype
although acceptable may impact on the scalability of the
technique. We are currently studying new techniques
to overcome some technical problems of the current
prototype to improve the performance and thus the
scalability of the approach.
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